**Что такое ошибка или исключение**

У вашей программы есть «главная» ветка — то, что относится к основному алгоритму. Именно ей вы уделяете основное внимание.

Во время работы программы иногда возникают непредвиденные обстоятельства («упс, что-то пошло не так») — как правило, внешние. Программа должна их верно обрабатывать. Мы будем называть такие обстоятельства **ошибками** или **исключениями**.

Чтобы было понятнее, рассмотрим пример алгоритма посещения магазина.

Родители посылают дочь в магазин и просят купить молока некоторого бренда ценой 40 рублей. Это и есть для девочки основной алгоритм в данной ситуации. Однако могут возникнуть непредвиденные обстоятельства: именно этот магазин сейчас закрыт (нужно ли тратить время и идти в следующий?), такого молока в продаже нет (вернуться обратно или купить другое?), молоко подорожало (все равно брать?), заканчивается срок годности (это важно?) и так далее.

Все это можно обсудить сразу, но нужно соблюдать меру и не раздувать алгоритм покупок до инструкции на 30 страниц, включающей подробные указания на случай стихийных бедствий.

Лучше всего решить, что делать в тех случаях, которые легко предугадать. Все остальное свести к универсальному решению «вернуться обратно» или «позвонить родителям и спросить».

То же самое и в программировании.

Например, вы написали алгоритм, скачивающий плейлист из ВКонтакте в папку на компьютере. Запустили его. Что же может пойти не так?

* Проблемы с доступом в Интернет
* Сервера ВКонтакте работают нестабильно и не отвечают
* Если алгоритм дает имена файлам по названиям треков, то ему могут попасться недопустимые символы
* Закончилось свободное место на диске
* ...

Есть несколько путей:

1. В любом непредвиденном случае программа остановится, а вы увидите сообщение об ошибке (так Python работает по умолчанию)
2. Вы добавляете автоматическую обработку некоторых известных вам проблем
3. Программа будет каждый раз спрашивать вас о том, как поступить в возникшей нештатной ситуации
4. Комбинация этих решений

Если мы хотим, чтобы программа работала с широким диапазоном входных данных и внешних условий, то надо учитывать исключения.

Отметим еще раз, что по умолчанию от необработанной ошибки программа на Python немедленно останавливается и выводит сообщение:

for i in range(10):

print(10 / i)

Traceback (most recent call last):

File "/home/02.py", line 2, in <module>

print(10 / i)

ZeroDivisionError: division by zero

**Cтек вызовов в Python**

Теперь поговорим немного про стек вызовов (traceback). Программа на Python состоит из блоков, входящих один в другой, поэтому у любой точки программы есть вложенность. Давайте посмотрим, какую информацию дает стек вызовов, когда указывает на место ошибки.

Например, вычисление частного двух чисел, введенных пользователем. Отметим, что огромное количество ошибок происходит из-за того, что пользователь ввел неправильные данные.

Проведем три эксперимента:

1. Введем правильные числа
2. Введем второе число, равное 0
3. Введем не число, а строку

def div(a, b):

return a / b

print(div(4, 10))

0.4

def run\_division():

a = float(input("Введите a: "))

b = float(input("Введите b: "))

print(div(a, b))

Запустим программу и посмотрим на результат:

Введите a: 45

Введите b: 11

4.090909090909091

Снова выполним программу и проанализируем результат:

Введите a: 45

Введите b: 0

Traceback (most recent call last):

File "/home/01.py", line 11, in <module>

run\_division()

File "/home/01.py", line 8, in run\_division

print(div(a, b))

File "/home/01.py", line 2, in div

return a / b

ZeroDivisionError: float division by zero

И еще раз:

Введите a: fd

Traceback (most recent call last):

File "/home/01.py", line 11, in <module>

run\_division()

File "/home/01.py", line 6, in run\_division

a = float(input("Введите a: "))

ValueError: could not convert string to float: 'fd'

Печать стека вызовов в момент аварийного завершения программы помогает нам найти ошибку. Мы слишком понадеялись на то, что пользователь введет только вещественные числа в европейском формате (с точкой в качестве десятичного разделителя). Кроме того, не все помнят, что на 0 делить нельзя (по крайней мере, в Python).

**Работа с кодами возврата**

Этот тип работы с исключениями первым появился в истории программирования. Его следы остались в некоторых функциях Python — языка, который унаследовал механику у С.

Например, метод find строки ищет позицию вхождения подстроки в заданную строчку. Он возвращает либо номер позиции, либо −1, если такой подстроки нет.

s = "Привет, мир!"

print(s.find(","))

print(s.find("Д"))

Программа выведет:

6

-1

Из-за того, что в исходной строке не было символа «Д», нам было возвращено значение −1. Это и есть **код возврата**. Так как любая функция в Python возвращает значения, мы можем использовать их для кодирования информации об ошибке.

Для каждой ошибки можно придумать свой код возврата. Коды не должны совпадать с возможными обычными ответами.

В больших информационных системах у каждой ситуации, в том числе и у нештатной, есть свой номер. Например, у ошибок в Интернете: 404, 503. А 200 — это код, возвращаемый серверами при успешном выполнении задания.

С кодами возврата вы, наверняка, достаточно часто сталкивались на предыдущих двух уроках при использовании библиотеки PyQT, так как QT написана на C++. Мы пишем строчку sys.exit(app.exec()) при создании приложения в том числе и для того, чтобы в случае ошибки получить код возврата библиотеки PyQT.

Давайте рассмотрим еще один пример использования кодов возврата.

У нас есть приложение с возможностью оплаты картой каких-либо товаров или услуг (например, премиум-подписки). Просим пользователя ввести номер карты.

Примерно вот так может выглядеть [форма](https://yastatic.net/s3/lyceum/content/resources/pyqt/pay.ui) такого приложения:

![https://yastatic.net/s3/lyceum/content/images/second-year/pyqt-3/pyqt-3-pay.png](data:image/png;base64,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)

Программа для этого может быть тоже очень простой:

import sys

from PyQt6 import uic

from PyQt6.QtWidgets import QWidget, QApplication

class PayForm(QWidget):

def \_\_init\_\_(self):

super(PayForm, self).\_\_init\_\_()

uic.loadUi('pay.ui', self)

self.payButton.clicked.connect(self.get\_data)

def get\_data(self):

card\_num = self.cardData.text()

print(card\_num)

if \_\_name\_\_ == '\_\_main\_\_':

app = QApplication(sys.argv)

form = PayForm()

form.show()

sys.exit(app.exec())

Но здесь нас подстерегает несколько неожиданностей. Пользователь не знает формата, в котором нужен номер карты. Просто цифры без пробела? Или группами по четыре с пробелами, как на карте?

Можно написать ему об этом:

self.hintLabel.setText('Введите номер карты (16 цифр без пробелов):')

Но и теперь мы не застрахованы от ошибок — пользователь может набрать букву O вместо нуля, перепутать цифры, не прочитать внимательно инструкцию и ввести пробелы или просто начать целенаправленно взламывать нашу программу, набирая заведомо некорректные данные, это называется фаззинг (fuzzing).

Ситуацию усложняет то, что номера карт — не просто случайный набор из 16 цифр.

Первая цифра обозначает тип карты. Например, номера карт Visa начинаются с 4, а MasterCard — c 5. Следующие пять обозначают банк, который выпустил карту. Другие девять цифр — уникальный номер конкретной карты. Последнюю, шестнадцатую цифру, называют контрольной.

Номер должен проходить проверку специальным алгоритмом Лу́на. Его придумал немецкий инженер Ганс Питер Лун.

Чтобы проверить, нужно взять номер карты и вычислить для него специальное число — контрольную сумму. Вот как это делают:

1. Каждую цифру в нечетной позиции, начиная с первого числа слева, умножаем на два. Если результат больше 9, складываем обе цифры этого двузначного числа. Или вычитаем из него 9 и получаем тот же результат. Например, если у нас 18, при сложении 1 + 8 получится 9, при вычитании 18 — 9 — тоже 9
2. Затем мы складываем все результаты и цифры на четных позициях — в том числе и последнюю контрольную цифру
3. Если сумма кратна 10, то номер карты правильный. Именно последняя контрольная цифра делает общую сумму кратной 10

Когда банки выпускают новые карты и генерируют номера для них, контрольную шестнадцатую цифру они подбирают так, чтобы алгоритм Лу́на давал кратное десяти число. Поэтому у всех банковских карт в мире номера с такой контрольной суммой.

Когда пользователь вводит номер своей карты, мы применяем алгоритм Луна. Если получится число, не кратное 10, — значит, пользователь ошибся.

Допустим, мы получаем номер карты от пользователя, а потом эта карта поступает в обработку (не забудьте поменять слот при нажатии на кнопку на process\_data):

def get\_card\_number(self):

card\_num = self.cardData.text()

return card\_num

def process\_data(self):

number = self.get\_card\_number()

self.errorLabel.setText("Ваша карта обрабатывается...")

На этом этапе мы никак не контролируем пользователя. Проверяем номер карты по алгоритму Луна:

def get\_card\_number(self):

card\_num = self.cardData.text()

return card\_num

def double(self, x):

res = x \* 2

if res > 9:

res = res - 9

return res

def luhn\_algorithm(self, card):

odd = map(lambda x: self.double(int(x)), card[::2])

even = map(int, card[1::2])

return (sum(odd) + sum(even)) % 10 == 0

def process\_data(self):

number = self.get\_card\_number()

if self.luhn\_algorithm(number):

self.errorLabel.setText("Ваша карта обрабатывается...")

Проверим, введем номер карты: 4728795357233848.
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Метод luhn\_algorithm проверяет данные. Карта засчитается, только если данные корректны. Можно рассматривать этот метод как функцию с кодом возврата. Он говорит там, корректен ли номер карты.

Однако если пользователь введет не 16 цифр, а что-нибудь другое, или 16 цифр, разделенных пробелами, то он обрушит программу. Попробуйте, например, ввести «asdasdasd».

Программа упадет с таким сообщением:

Process finished with exit code -1073740791 (0xC0000409)

Не очень информативно... Это происходит из-за того, что мы используем PyQT, а она по умолчанию «замалчивает» необработанные ошибки. Внесем небольшие изменения в код нашей программы, чтобы это исправить (в дальнейшем вставляйте этот код во все свои приложения на PyQT):

def except\_hook(cls, exception, traceback):

sys.\_\_excepthook\_\_(cls, exception, traceback)

if \_\_name\_\_ == '\_\_main\_\_':

app = QApplication(sys.argv)

form = PayForm()

form.show()

sys.excepthook = except\_hook

sys.exit(app.exec())

Попробуем ввести неверные данные еще раз и получим в консоли уже более понятное сообщение:

Traceback (most recent call last):

File "D:/projects/yandexlyceum/Lessons/QT2020/QT3/Sample/1/main.py", line 31, in process\_data

if self.luhn\_algorithm(number):

File "D:/projects/yandexlyceum/Lessons/QT2020/QT3/Sample/1/main.py", line 27, in luhn\_algorithm

return (sum(odd) + sum(even)) % 10 == 0

File "D:/projects/yandexlyceum/Lessons/QT2020/QT3/Sample/1/main.py", line 25, in <lambda>

odd = map(lambda x: self.double(int(x)), card[::2])

ValueError: invalid literal for int() with base 10: 'a'

Как с такими сообщениями работать поговорим чуть позже, а пока сделаем так, чтобы в ответ на некорректный запрос программа не «падала», а требовала ввести 16 цифр, произвольно разделенных пробелами.

Для этого метод get\_card\_number теперь будет возвращать специальный код — например, 404, как в Интернете.

def get\_card\_number(self):

card\_num = self.cardData.text()

card\_num = ''.join(card\_num.split())

if card\_num.isdigit() and len(card\_num) == 16:

return card\_num

else:

return 404

def double(self, x):

res = x \* 2

if res > 9:

res = res - 9

return res

def luhn\_algorithm(self, card):

odd = map(lambda x: self.double(int(x)), card[::2])

even = map(int, card[1::2])

return (sum(odd) + sum(even)) % 10 == 0

def process\_data(self):

number = self.get\_card\_number()

if number == 404:

self.errorLabel.setText(

"Введите только 16 цифр. Допускаются пробелы")

elif self.luhn\_algorithm(number):

self.errorLabel.setText(

"Ваша карта обрабатывается...")

else:

self.errorLabel.setText(

"Номер недействителен. Попробуйте снова.")

Теперь при вводе неверных данных пользователь может получить еще одно сообщение:
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**Трудности работы с кодами возврата**

Мы видим, что даже простая функция для обработки пользовательских данных обрастает дополнительным кодом, проверкой многих условий и «магическими» кодами возврата. Если функция с кодом возврата находится глубоко в стеке вызовов, то придется сделать так, чтобы ее правильно обрабатывала вся вышестоящая цепочка функций. Каждая из них должна принимать код и возвращать свой.

Чтобы упростить обработку ошибок, программисты стали работать с исключениями как с объектами.

**Обработка исключений**

В Python и других объектно-ориентированных языках **исключения** — такие же объекты в программе, как и все остальное. Исключение создается в любом месте и поднимается по стеку вызовов, пока его не отловит какой-нибудь код-обработчик.

Сейчас поймаем исключения:

Traceback (most recent call last):

File "/home/06.py", line 2, in <module>

s.index("9")

ValueError: substring not found

Такое сообщение об ошибке означает, что метод index породил исключение — объект типа ValueError. Все функции стека вызовов получили уведомление о нештатной ситуации. Если ни одна из них не отреагирует, программа аварийно завершится.

Исключения ловят в специальном блоке try...except:

try:

a = int(input("Введите целое число: "))

print(a + 10)

except ValueError:

print("Неверное число")

Введите целое число: 11df

Неверное число

Функция int порождает исключение ValueError (неверное значение), когда в строке есть посторонние символы (например, буквы).

Как только не удается выполнить строку a = ..., управление переходит к обработчику исключений (блок except).

Так как исключения — это классы, то они могут быть наследниками друг друга. Обработчик поймает не только указанные исключения, но и всех их наследников.

Дерево встроенных исключений выглядит так:

BaseException

+-- SystemExit

+-- KeyboardInterrupt

+-- GeneratorExit

+-- Exception

+-- StopIteration

+-- StopAsyncIteration

+-- ArithmeticError

| +-- FloatingPointError

| +-- OverflowError

| +-- ZeroDivisionError

+-- AssertionError

+-- AttributeError

+-- BufferError

+-- EOFError

+-- ImportError

+-- ModuleNotFoundError

+-- LookupError

| +-- IndexError

| +-- KeyError

+-- MemoryError

+-- NameError

| +-- UnboundLocalError

+-- OSError

| +-- BlockingIOError

| +-- ChildProcessError

| +-- ConnectionError

| | +-- BrokenPipeError

| | +-- ConnectionAbortedError

| | +-- ConnectionRefusedError

| | +-- ConnectionResetError

| +-- FileExistsError

| +-- FileNotFoundError

| +-- InterruptedError

| +-- IsADirectoryError

| +-- NotADirectoryError

| +-- PermissionError

| +-- ProcessLookupError

| +-- TimeoutError

+-- ReferenceError

+-- RuntimeError

| +-- NotImplementedError

| +-- RecursionError

+-- SyntaxError

| +-- IndentationError

| +-- TabError

+-- SystemError

+-- TypeError

+-- ValueError

| +-- UnicodeError

| +-- UnicodeDecodeError

| +-- UnicodeEncodeError

| +-- UnicodeTranslateError

+-- Warning

+-- DeprecationWarning

+-- PendingDeprecationWarning

+-- RuntimeWarning

+-- SyntaxWarning

+-- UserWarning

+-- FutureWarning

+-- ImportWarning

+-- UnicodeWarning

+-- BytesWarning

+-- ResourceWarning

Если нужен доступ к исключению как к объекту, пригодится такая конструкция:

try:

a = int(input("Введите целое число: "))

print(a + 10)

except ValueError as ve:

print("Неверное число")

print(ve)

print(dir(ve))

Введите целое число: fff

Неверное число

invalid literal for int() with base 10: 'fff'

['\_\_cause\_\_', '\_\_class\_\_', '\_\_context\_\_', '\_\_delattr\_\_', '\_\_dict\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_le\_\_', '\_\_lt\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_setattr\_\_', '\_\_setstate\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', '\_\_suppress\_context\_\_', '\_\_traceback\_\_', 'args', 'with\_traceback']

В данном примере в переменную ve попадает объект класса ValueError, а функция dir позволяет увидеть содержимое этого объекта.

Перепишем задачу ввода карты вместе с исключениями. Там, где нужно было использовать код возврата, вставим конструкцию raise (генерация объекта — исключения заданного типа).

Вот во что превратится метод get\_card\_number:

def get\_card\_number(self):

card\_num = self.cardData.text()

if not (card\_num.isdigit() and len(card\_num) == 16):

raise ValueError("Неверный формат номера")

return card\_num

А остальные методы нашего класса станут такими:

def double(self, x):

res = x \* 2

if res > 9:

res = res - 9

return res

def luhn\_algorithm(self, card):

odd = map(lambda x: self.double(int(x)), card[::2])

even = map(int, card[1::2])

if (sum(odd) + sum(even)) % 10 == 0:

return True

else:

raise ValueError("Недействительный номер карты")

def process\_data(self):

try:

number = self.get\_card\_number()

if self.luhn\_algorithm(number):

print("Ваша карта обрабатывается...")

except ValueError as e:

self.errorLabel.setText(f"Ошибка! {e}")

Результат работы программы:

![https://yastatic.net/s3/lyceum/content/images/second-year/pyqt-3/pyqt-3-pay-4.png](data:image/png;base64,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)

Работа с исключениями избавляет от некоторых недостатков кодов возврата: он становится короче и не надо ставить конструкции if во всем стеке вызовов. Работа с ошибками становится гибче благодаря дереву исключений. Мы можем работать с системными исключениями (например, с прерыванием по нажатию на клавишу) так же легко, как с собственными.

Однако для работы с исключениями надо тренироваться. Код легко наводнить бесконечными проверками условий в ущерб основному алгоритму.

У работы с исключениями есть преимущества перед кодами возврата. В современных языках программирования используются именно объекты-исключения. Поговорим подробнее про механизмы работы с ними.

**Методики LBYL и EAFP**

Когда мы изучаем исключения, то с их помощью хочется обрабатывать вообще все внештатные ситуации, максимально очищая код от дополнительных условий-проверок.

Есть два крайних подхода: LBYL (Look Before You Leap — *Посмотри перед прыжком*) и EAFP (Easier to Ask Forgiveness than Permission — *Проще извиниться, чем спрашивать разрешение*).

Например, при работе со словарями, когда доступ по ключу, а ключа нет, генерируется стандартное исключение KeyError:

mydict = {4: 34}

mydict[4354]

Traceback (most recent call last):

File "/home/01.py", line 2, in <module>

mydict[4354]

KeyError: 4354

С одной стороны, можно перестраховываться, заранее проверяя, что все получится. Это идеология LBYL-подхода. Сначала посмотрели, убедились, что все в порядке, только потом сделали. Как при переходе улицы: поглядели на светофор, потом по сторонам. Если горит зеленый свет и нет препятствий, можно переходить.

mydict = {'Elizabeth': 12, 'Ivan': 145}

if 'Ivan' in mydict:

mydict['Ivan'] += 1

С другой стороны, мы можем описывать только главный алгоритм, рассчитывая, что все будет хорошо. Но при таком подходе необходимо прописать действия с исключениями (иногда и разных типов). Это суть подхода EAFP.

try:

mydict['Ivan'] += 1

except KeyError:

pass

В Python преобладает EAFP-подход, особенно если речь идет о стандартных исключениях и действиях с данными внутри них. Но это не значит, что методику LBYL вообще нельзя использовать. Всегда нужно рассматривать конкретный случай. Иногда есть и третий вариант. Например, в нашем случае можно было воспользоваться словарем, содержащим для всех ключей значение по умолчанию (в примере — 0):

from collections import defaultdict

s = defaultdict(lambda: 0)

s[34]

0

s[12] += 11

s[12]

11

В коде многопоточной программы лучше использовать EAFP. Если процессов несколько, один из них может неожиданно изменить данные, которые только что проверил и собирается использовать другой. Но сейчас мы не будем на этом останавливаться.

**Полный синтаксис блока try...except**

Мы уже пользовались блоком try...except, но вообще try...except может выглядеть существенно сложнее:

s = [(1, 2), (4, 7), (1, 0), (13, None)]

for i in range(10):

try:

x, y = s[i]

print(x / y)

except IndexError:

print('Мы за границей списка')

except ZeroDivisionError as e:

print('Поделили на 0')

except Exception as e:

print('Непредвиденная ошибка %s' % e)

finally:

print('Идем дальше')

0.5

Идем дальше

0.5714285714285714

Идем дальше

Поделили на 0

Идем дальше

Непредвиденная ошибка unsupported operand type(s) for /: 'int' and 'NoneType'

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

К одному try может быть прикреплено несколько except. Блок finally выполняется независимо от того, создано ли исключение и какого оно типа. Даже если программа прервется внешним исключением, переходом по break или continue, блок finally будет выполнен.

Порядок перечисления исключений важен. Перебор закончится на первом же подходящем по условию блоке:

s = [(1, 2), (4, 7), (1, 0), (13, None)]

for i in range(10):

try:

x, y = s[i]

print(x / y)

except Exception as e:

print('Непредвиденная ошибка %s' % e)

except IndexError:

print('Мы за границей списка')

except ZeroDivisionError as e:

print('Поделили на 0')

finally:

print('Идём дальше')

0.5

Идем дальше

0.5714285714285714

Идем дальше

Непредвиденная ошибка division by zero

Идем дальше

Непредвиденная ошибка unsupported operand type(s) for /: 'int' and 'NoneType'

Идем дальше

Непредвиденная ошибка list index out of range

Идем дальше

Непредвиденная ошибка list index out of range

Идем дальше

Непредвиденная ошибка list index out of range

Идем дальше

Непредвиденная ошибка list index out of range

Идем дальше

Непредвиденная ошибка list index out of range

Идем дальше

Непредвиденная ошибка list index out of range

Идем дальше

Все ошибки получились **непредвиденными**, потому что Exception — класс-родитель для большинства встроенных исключений. Все они могут быть приведены к типу Exception и провалились в первый же блок except.

В блоке try...except можно применять конструкцию else. Этот блок выполняется, если ни один из блоков except не подошел:

s = [(1, 2), (4, 7), (1, 0), (13, None)]

for i in range(10):

try:

x, y = s[i]

print(x / y)

except IndexError:

print('Мы за границей списка')

except ZeroDivisionError as e:

print('Поделили на 0')

except Exception as e:

print('Непредвиденная ошибка %s' % e)

else:

print('Всё хорошо')

finally:

print('Идём дальше')

0.5

Все хорошо

Идем дальше

0.5714285714285714

Все хорошо

Идем дальше

Поделили на 0

Идем дальше

Непредвиденная ошибка unsupported operand type(s) for /: 'int' and 'NoneType'

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Мы за границей списка

Идем дальше

Перечислим еще несколько особенностей работы с исключениями.

* Сам блок except может быть источником исключений
* Так как обработчик исключения и код, который его вызвал, могут находиться на разных уровнях стека, код может **разорваться**. В такой ситуации сложно уследить за общей логикой работы программы
* Возможно вы захотите сделать что-то такое
* try:
* someting()
* except Exception:
* pass

Если вы не логируете (в файл, базу данных) ошибки в этом случае и не регистрируете сам их факт, программу тяжело отлаживать: она может выдавать неверные результаты, но неизменно отчитываться, что все в порядке.

**Создание пользовательских типов ошибок**

Исключение — это объект. Мы можем дополнять дерево исключений собственными так же, как делаем это с любыми другими классами и объектами.

Если мы пишем большой модуль, нам почти всегда требуется собственная иерархия объектов-исключений. Обычно методы и свойства для собственных объектов не переопределяются и не дополняются. То, что нужно — прозрачные названия ошибок и корректная работа блока try...except с нужными классами — обеспечивается простым наследованием.

Как правило, новые объекты наследуют классу Exception.

Рассмотрим пример про проверку номеров банковской карты, в который мы добавили несколько собственных исключений:

import sys

from PyQt6 import uic

from PyQt6.QtWidgets import QWidget, QApplication

class CardError(Exception):

pass

class CardFormatError(CardError):

pass

class CardLuhnError(CardError):

pass

class PayForm(QWidget):

def \_\_init\_\_(self):

super(PayForm, self).\_\_init\_\_()

uic.loadUi('pay.ui', self)

self.hintLabel.setText(

'Введите номер карты (16 цифр без пробелов):')

self.payButton.clicked.connect(self.process\_data)

def get\_card\_number(self):

card\_num = self.cardData.text()

if not (card\_num.isdigit() and len(card\_num) == 16):

raise CardFormatError("Неверный формат номера")

return card\_num

def double(self, x):

res = x \* 2

if res > 9:

res = res - 9

return res

def luhn\_algorithm(self, card):

odd = map(lambda x: self.double(int(x)), card[::2])

even = map(int, card[1::2])

if (sum(odd) + sum(even)) % 10 == 0:

return True

else:

raise CardLuhnError("Недействительный номер карты")

def process\_data(self):

try:

number = self.get\_card\_number()

if self.luhn\_algorithm(number):

print("Ваша карта обрабатывается...")

except CardError as e:

self.errorLabel.setText(f"Ошибка! {e}")

def except\_hook(cls, exception, traceback):

sys.\_\_excepthook\_\_(cls, exception, traceback)

if \_\_name\_\_ == '\_\_main\_\_':

app = QApplication(sys.argv)

form = PayForm()

form.show()

sys.excepthook = except\_hook

sys.exit(app.exec())

Родительское исключение CardError позволяет нам перехватывать все нештатные ситуации, связанные с номером карты, а не только те, для которых есть специальные обработчики.

**Конструкция assert**

Конструкция assert — это часть Python, связанная с тестированием. Тестирование мы еще не проходили, но это не помешает понять, как же assert работает.

В любое место программы вы можете вставить блок такого вида:

assert логическое выражение

Например:

s = [1, 2, 34, 54, 3]

assert len(s) == 4

Когда мы попытаемся выполнить приведенный код, то получим:

-----------------------------------------------------------------

AssertionError Traceback (most recent call last)

<ipython-input-1-c1fdb0a01058> in <module>()

1 s = [1, 2, 34, 54, 3]

----> 2 assert len(s) == 4

AssertionError:

Блок работает так: если выражение верное, ничего не происходит. Если нет — создается исключение AssertionError.

Можно снабдить программу разными вспомогательными проверками. Они помогут контролировать правильность исполнения. Если какое-то условие не будет выполнено, то программа аварийно остановится. Это помогает тестировать и отлаживать ПО.

Интерпретатор Python можно запустить с опцией -O — тогда он будет пропускать блоки assert.

-O : optimize generated bytecode slightly; also PYTHONOPTIMIZE=x

Это позволяет включать и выключать отладочные проверки.

Исключения — прекрасный инструмент, который позволит вам писать более простые и красивые программы, однако, использовать его надо с умом, выбирая, когда лучше использовать их, а когда добавить дополнительное условие.

Сам механизм исключений достаточно медленный, поэтому, например, не очень хорошей идеей будет кидать исключение внутри цикла, когда мы точно знаем, что их будет достаточное большое количество.